1. **Insertion Sort**

**Theory:**

**Insertion sort is a simple sorting algorithm that works by iteratively inserting each element of an unsorted list into its correct position in a sorted portion of the list. It is a stable sorting algorithm, meaning that elements with equal values maintain their relative order in the sorted output.**

**Insertion sort is like sorting playing cards in your hands. You split the cards into two groups: the sorted cards and the unsorted cards. Then, you pick a card from the unsorted group and put it in the right place in the sorted group.**

**Algorithm**:

**Programming Language:**

**Code:**

**#include <iostream>**

**using namespace std;**

**int main(){**

**int n;**

**cout << "Enter Array Lenth : ";**

**cin >> n;**

**cout << endl;**

**int arr[n];**

**cout << "Main Array : ";**

**for(int i=0; i<n ; i++){**

**cin >> arr[i];**

**}**

**cout << "Insertion Sorted Array : ";**

**for(int i=1 ; i<n ; i++){**

**int current = arr[i];**

**int j = i-1;**

**while(arr[j]>current && j>0){**

**arr[j+1] = arr[j];**

**j--;**

**}**

**arr[j+1] = current;**

**for (int i = 0; i < n; i++)**

**{**

**cout << arr[i] << " ";**

**} cout << endl;**

**}**

**}**
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Space complexity: \_\_\_\_\_\_\_\_\_\_

Justification:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Time complexity:**

Best case time complexity: \_\_\_\_\_\_\_\_\_\_

Justification:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Worst case time complexity: \_\_\_\_\_\_\_\_\_\_

Justification:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. **Bubble Sort**

**Theory:**

**Bubble Sort is the simplest sorting algorithm that works by repeatedly swapping the adjacent elements if they are in the wrong order. This algorithm is not suitable for large data sets as its average and worst-case time complexity is quite high.**

**In short it sorts elements In pair.**

**Algorithm**:

**Programming Language:**

**Code:**

**#include <iostream>**

**using namespace std;**

**void bubbleSort(int arr[], int n) {**

**for (int i = 0; i < n-1; i++) {**

**bool swapped = false;**

**for (int j = 0; j < n-i-1; j++) {**

**if (arr[j] > arr[j+1]) {**

**int temp = arr[j];**

**arr[j] = arr[j+1];**

**arr[j+1] = temp;**

**swapped = true;**

**}**

**}**

**if (!swapped)**

**break;**

**}**

**}**

**void printArray(int arr[], int size) {**

**for (int i = 0; i < size; i++)**

**cout << arr[i] << " ";**

**cout << endl;**

**}**

**int main() {**

**int arr[] = {64, 34, 25, 12, 22, 11, 90};**

**int n = sizeof(arr)/sizeof(arr[0]);**

**cout << "Unsorted array: ";**

**printArray(arr, n);**

**bubbleSort(arr, n);**

**cout << "Sorted array: ";**

**printArray(arr, n);**

**return 0;**

**}**

**Output:**

![](data:image/png;base64,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)

Space complexity: \_\_\_\_\_\_\_\_\_\_

Justification:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Time complexity:**

Best case time complexity: \_\_\_\_\_\_\_\_\_\_

Justification:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Worst case time complexity: \_\_\_\_\_\_\_\_\_\_

Justification:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. **Selection Sort**

**Theory:**

**Selection sort is a simple and efficient sorting algorithm that works by repeatedly selecting the smallest (or largest) element from the unsorted portion of the list and moving it to the sorted portion of the list.**

**The algorithm repeatedly selects the smallest (or largest) element from the unsorted portion of the list and swaps it with the first element of the unsorted part. This process is repeated for the remaining unsorted portion until the entire list is sorted.**

**Algorithm**:

**Programming Language:**

**Code:**

**#include <iostream>**

**using namespace std;**

**void bubbleSort(int arr[], int n) {**

**for (int i = 0; i < n-1; i++) {**

**bool swapped = false;**

**for (int j = 0; j < n-i-1; j++) {**

**if (arr[j] > arr[j+1]) {**

**int temp = arr[j];**

**arr[j] = arr[j+1];**

**arr[j+1] = temp;**

**swapped = true;**

**}**

**}**

**if (!swapped)**

**break;**

**}**

**}**

**void printArray(int arr[], int size) {**

**for (int i = 0; i < size; i++)**

**cout << arr[i] << " ";**

**cout << endl;**

**}**

**int main() {**

**int arr[] = {64, 34, 25, 12, 22, 11, 90};**

**int n = sizeof(arr)/sizeof(arr[0]);**

**cout << "Unsorted array: ";**

**printArray(arr, n);**

**bubbleSort(arr, n);**

**cout << "Sorted array: ";**

**printArray(arr, n);**

**return 0;**

**}**

**Output:**

![](data:image/png;base64,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)

Space complexity: \_\_\_\_\_\_\_\_\_\_

Justification:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Time complexity:**

Best case time complexity: \_\_\_\_\_\_\_\_\_\_

Justification:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Worst case time complexity: \_\_\_\_\_\_\_\_\_\_

Justification:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. **Counting Sort**

**Theory:**

**Counting sort is a sorting technique that is based on the keys between specific ranges. In coding or technical interviews for software engineers, sorting algorithms are widely asked. So, it is important to discuss the topic.**

**This sorting technique doesn't perform sorting by comparing elements. It performs sorting by counting objects having distinct key values like hashing. After that, it performs some arithmetic operations to calculate each object's index position in the output sequence. Counting sort is not used as a general-purpose sorting algorithm.**

**Counting sort is effective when range is not greater than number of objects to be sorted. It can be used to sort the negative input values.**

**Algorithm**:

**Programming Language:**

**Code:**

**#include <iostream>**

**#include <vector>**

**using namespace std;**

**void countingSort(int arr[], int n) {**

**int max = arr[0];**

**for (int i = 1; i < n; i++) {**

**if (arr[i] > max)**

**max = arr[i];**

**}**

**vector<int> count(max + 1, 0);**

**for (int i = 0; i < n; i++) {**

**count[arr[i]]++;**

**}**

**for (int i = 1; i <= max; i++) {**

**count[i] += count[i - 1];**

**}**

**int output[n];**

**for (int i = n - 1; i >= 0; i--) {**

**output[count[arr[i]] - 1] = arr[i];**

**count[arr[i]]--;**

**}**

**for (int i = 0; i < n; i++) {**

**arr[i] = output[i];**

**}**

**}**

**void printArray(int arr[], int size) {**

**for (int i = 0; i < size; i++)**

**cout << arr[i] << " ";**

**cout << endl;**

**}**

**int main() {**

**int arr[] = {4, 2, 2, 8, 3, 3, 1};**

**int n = sizeof(arr)/sizeof(arr[0]);**

**cout << "Unsorted array: ";**

**printArray(arr, n);**

**countingSort(arr, n);**

**cout << "Sorted array: ";**

**printArray(arr, n);**

**return 0;**

**}**

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVIAAAAzCAYAAADFCoCkAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAV/SURBVHhe7d1dbt02EAVgt+vISzdQFOgOuvDuoC/dUIsT5BiTMUmJ5AxFSecDBNu50uHwR7RuUru/fPvtj/8+RERk2K8/PoqIyCBtpCIik7SRiohM0kaa5N9//v5+iMjzff5jE2/63//86/tHq/WalGnMrhc1B6VviBHzmpULd6s5cyyA+ZGZ1iufSEuTJtKCG5AHRK2h6FxcbzcNnz2T38qdkZULyIjIOfK6jXTFoMr1IueZNzZF3ehZuVDLnoGMjJqzcnmtz84w9Nbefu07Wivan0et9qyjus7UkVEDlNq2tY0YqdW2S/78kXO9VqbXei0L2rT9y2g7K3s2t3X9rjXXROZm1UhTT6QoDoXx4J+xaLKd8IdXOhd8poXX7Pm8xrN/3jq3p4bSua1ae9hMamXjNXuNvc47e27p9d7+1bKR05slbRxrP678ujYXMmdqI/WTMjtJtcmuLQ6KXBw9NRydO2Mks6fdkbzaNT3tZsOc7FTPlTAWPCBjXLKyM2vOsPTvSDk48kx+fo/mGzdJ5I2C9lbceFk3eVTuqjHIGIes3GxLNlI7IHagdsY67bHa1e3D2Rpqi/5ON8MZHIPofkXm2iyb15q/Xjb7DrnZlj2R2gGC3QeJ9ZaObBgbjs/Kdq3RGngNP66C9laNUVY7Ebl2zgif8+voeblbbpalb+0hc1KfhuN0pR1qOAvryR4Utc6icrysXFln+Ubaoo3j3vzYrRxLtOUPsp+P4mYXkWVl5cpanxspJ9J/d4yY6N7vuBk19DpT89GYRcrI7BVdA/J26NcR1hi9/jJyj9bkHfoAWblZvvxiZz8B4DvT6mTptVIm1AbpTA3QqqPF50fVQThntDbqyexpa+RcatVg4ZzoWkZE5ftx8Ebzs3KhlJ01DrvmWmwjMtPSb8iXcFi0WQtWZEdb/R2p3F/t6ULkybSRSjg9jcrb6K29TLNPodpE5Y20kYqITNJbexGRSdpIRUQmaSMVEZmkjVREZJI2UhGRSdpIRUQmaSMVEZmkjVREZNLrN1L8VI5+PlxEZpz6NXr0xB//Y3/1o43XiBz/0trdORfuWDPdYe5W+dxIbUd8B/DaFZ1a0W7kYpDz/I0TMf5+vUTNbWYuRGdn5XqRtUKpXoisOcuXt/aloq/oiB1IeZaMmxp8Hr+eXUuZuRnZWblWVA7V6r2LL0+kPR0oDWbpepvtr2md7509t9aHUtu2thEjtdp2yZ8/cq7XyvRar2XKbjcrP7Pu3WtGDjIi8loZWeOQ4csTKYs/YjvJA1rX4zV7Pq/x7J+3zu2poXRuq9YeNpNa2XjNXmOv886eW3q9t3+1bOT0ZomcwTXn1xe/rq3J3XxupD03YK2TtUGhyEHpqeHo3BkjmT3tjuTVrulpV65RW6uzonKRk7WOkM0D7rRef3oiReEs3ndKnsPP6dEc23VxJ+xXdO0ZucjcPRc5GesgI3O14n9Hio7ZznEidsSFYo/Vrm4fztZQW7RPWMwWxyC6X1m5yGNma/56ZeVGsmPKWmHXekuKGyndYRJYY+nIhjHxi2BFu9ZoDbyGH58oay4y55jZ0fMym4vrMvrNemw2Ps8ahyzNjVTOyVhgvXaoYRdZN99dbuos6L896O3jAkMbqTaOe/Nj96Sx5E0d3aes3LtAv/1B9vO3+txIa99VWgvIX3PFYqvVbbGeWr2RMjJ7RdeAvB36dYQ1Rq+/rNySJ/Shx9G9uVu9NcUfEfVqnSldUzp3dFB8flQdhHNGa6OezJ62Rs6lVg0WzomupVdkth8Hb7SN1bmzY5GV62XPXXS9mfS/Y34xLN47LVaRXekfm16q9tQiIv20kb6YnkZFYuit/YvYp1BtoiJxtJGKiEzSW3sRkSkfH/8DP2iZPe7aSOsAAAAASUVORK5CYII=)

Space complexity: \_\_\_\_\_\_\_\_\_\_

Justification:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Time complexity:**

Best case time complexity: \_\_\_\_\_\_\_\_\_\_

Justification:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Worst case time complexity: \_\_\_\_\_\_\_\_\_\_

Justification:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_